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ABSTRACT

Providing a cross-domain federated identity is essential for next-generation Internet services because information about user identity should be seamlessly exchanged across different domains for authentication and authorization. Federated identity can enable users to use various services through a single account. However, conventional federated identity management systems necessarily require a trustworthy identity provider who stores user identity information and presents it to other service providers. Unfortunately, this requirement may not be acceptable in Industrial Internet of Things (IIoT) applications, which often require interacting and authenticating with users and devices across different domains. Who will take full responsibility for managing and issuing all digital identities for IIoT devices? Can we really trust one superpower organization to manage all the identities and credentials of IIoT devices? In this article, we provide an overview of centralized and decentralized identity management methods and examine the feasibility of those methods for IIoT applications. To overcome the inherent limitations of existing approaches, we are specifically interested in designing decentralized cross-domain federated identity management using blockchain. Our Copernican idea brings new and important perspectives in establishing universal cosmopolitan cross-domain federated identity management in a secure and fair manner.

INTRODUCTION

Maintaining multiple login identities (IDs) and credentials is always one of the most challenging problems in our world because people have difficulty in managing multiple accounts and remembering their corresponding credentials.

To address this challenge, the federated identity management [1] has been proposed and deployed as a means of linking one’s electronic identities and attributes across multiple domains (e.g., organizations, corporations, applications). Federated ID management (FIM) [2] is envisioned to allow users of a certain domain to access resources from other domains seamlessly.

In a conventional FIM system, a user’s credential is stored and managed at a centralized home organization (called “identity provider”). When a user attempts to log in to a certain application, the application sends a request to the identity provider that is the single point of reference for all parties in this FIM system. Once a user’s identity is successfully verified, an identity provider responds with a security token that grants the user access to the application. For example, one of the popular approaches is the single sign-on (SSO) [3], allowing a user who has authenticated herself with a Google or Facebook account to use other applications without signing in with each application individually. This means that Google or Facebook acts as a centralized identity provider (IdPs) of applications supporting an SSO mechanism. Such centralized IdPs become attractive targets for attackers who are interested in stealing user identities. Recent cybersecurity incidents (e.g., Equifax data breach [4], Facebook security breach [5]) demonstrate that a centralized mechanism can be a major target for attacks, becoming a single point of failure.

To overcome the weaknesses of centralized approaches, decentralized blockchain-based ID management mechanisms (e.g., [6–8]) have emerged as an alternative paradigm to provide federated IDs using a blockchain, which is a decentralized transaction and data management technology across a network of untrusted parties. In this article, we analyze the pros and cons of various centralized and decentralized FIM systems and propose a specific blockchain-based ID management architecture for Industrial Internet of Things (IIoT) applications.

EXISTING CENTRALIZED ID MANAGEMENT SYSTEMS

We first review existing centralized approaches to provide a federated identity. SSO [3] was introduced as a solution that uses a single authentication process to permit authorized users to access all related but independent websites or applications without being prompted to sign in again at each service during a particular session. Among many proposed SSO systems, we discuss the following two most popular SSO approaches: Open Authorization (OAuth) and OpenID Connect (OIDC).

OAuth is a standardized protocol [9] that allows secure authorization in a simple and standardized way from third-party applications accessing online services, using the representation-state transfer (REST) web architecture. The overall architecture of OAuth is shown in Fig. 1.

As shown in Fig. 1, a user requests services from the relying party (RP) in OAuth, where the RP is an application that wants to verify the identity of the end user. If the user is not authenticated in the RP, the RP requests the user for the user’s IdP. The RP then identifies the IdP through the user identifier and requests the IdP to authenticate the user through the user’s browser. The IdP authenticates the user and forwards the user’s credential to the RP via the web browser. Finally, the RP verifies the user’s credential for user authentication and decides whether or not to provide the service to the user. However, this approach still requires a centralized organization and authority to manage and provide services.

OIDC [10] is another SSO protocol built on the OAuth protocol to provide standard interfaces for user authentication with additional optional features, such as identity provider discovery, RP registration, signing, and encryption of messages. However, the key difference between OIDC and OAuth is that OIDC is developed for authentication only, while OAuth can also be used for authorization. OIDC handles the user’s authentication process via the IdP. That is, the RP using OIDC delegates
authentication to IdP. Unlike OIDC, the primary purpose of OAuth is to ensure that the user has the proper permissions to invoke specific application programming interfaces (APIs). For example, a user can have the ability to invoke the API to fetch a list of friends.

Both OAuth and OIDC require a trustworthy and reliable central identity provider for authenticating end users. However, in IIoT applications, it is unclear who will take such responsibility for universally managing all things across multiple domains (e.g., organizations, corporations, applications) [11]. To address this problem, we believe that decentralized ID management is more suitable than centralized ID management in IIoT applications.

IIoT APPLICATIONS REQUIRING DECENTRALIZED ID MANAGEMENT

To explain the necessity of decentralized ID management, we discuss the following three scenarios:

1. Drone delivery service
2. Electric car charging system
3. Peer-to-peer (P2P) energy trading network

The first use case is related to the drone delivery scenario, which will become quite popular soon. Suppose several package delivery companies (e.g., Amazon, DHL, and FedEx) use drones. In this situation, because each drone should avoid collisions with other drones during flight, it needs to interact and share its position information with other drones in real time. From the perspective of cybersecurity, however, faked drone information can be generated and exchanged between drones. Therefore, each drone should check the authenticity of other drones that communicate with it. FIM would be a neat solution for drones to communicate with each other securely. However, it would be infeasible for a single company or organization to manage all drones’ identities and credentials. For example, the Chinese government may not want to share the specific flight information about Chinese companies’ drones (e.g., schedule, flight route, flight speed) with a company in the United States, while it needs to broadcast minimal ID information to avoid possible collisions. To address this challenging issue, we can alternatively consider using a decentralized drone ID management scheme, which shares only the required minimal information (e.g., proof of authorized drone) among nearby drones. This scheme is necessary not only for collision avoidance but also for minimizing information leakage from each drone’s flight. Moreover, the use of a decentralized drone ID management scheme can also be helpful to avoid the risk of a single point of failure that can occur in centralized FIM systems.

We consider the next use case, where companies in different industries (e.g., parking, food, energy) need to interact with one another and transfer user/device information. For example, a user charges her electric vehicle using company A to get mileage points that can be transferred to company B for free parking. Furthermore, her electric car charging bill can be recorded toward her home energy network bill managed by different company, C. Today, we have similar mileage and point systems that are being centrally managed, but they are limited to a small number of participating companies in a consortium. Consequently, this idea would not be acceptable in most IIoT applications, where a massive number of users and devices are interconnected across multiple domains (e.g., countries, organizations, corporations, applications). Without building a universally trustworthy ID management system that all things can trust, it is not possible to interact with (untrusted) other things or service providers across various domains at Internet scale. Decentralized ID management systems can be a promising platform for IIoT applications to identify users and things across different domains without violating anyone’s right to privacy.

Lastly, we also consider the P2P energy trading scenario, where participating entities such as sellers, buyers, and aggregators need a fair and transparent mechanism to trade energy. Since trades are mainly conducted with unseen entities in a P2P fashion, it is essential to establish the trust relationships between sellers, buyers, and aggregators without a centralized trusted third party. If we assume that there is a single centralized intermediary, it seems to contradict the definition of P2P energy trading. In such a case, a decentralized ID management system is necessary to allow each node in an energy trading network to identify and authenticate other nodes that are participating in trades.

KEY REQUIREMENTS IN BUILDING THE DECENTRALIZED ID MANAGEMENT FOR IIoT APPLICATIONS

In IIoT applications, we need to provide an FIM service that allows IIoT devices from different silos such as organizations, corporations, and services to verify other devices seamlessly. Since each silo has its own trust model, decentralized ID management frameworks for IIoT applications need to establish a trust relationship among different trust models. From the scenarios mentioned above, we summarize key design requirements that must be considered when designing an FIM service for IIoT applications:

• **Neutralitiy:** If a company monopolizes an FIM service, there can be an issue with neutrality in managing identities between different domains in IIoT applications. For example, suppose that a customer uses company A’s delivery service based on a Google-managed SSO authentication service. In this case, Google can obtain the information about the customer and shipping deal, and then Google may offer a more attractive shipping deal for the customer than company A. In this situation, Google can have a more competitive advantage over its rival companies. Therefore, neutrality should be considered for running an FIM service for IIoT applications.
The goal of Civic is for users to fully manage their identities to provide a secure and efficient identity verification service. The use of blockchain can be a possible solution for decentralized ID management because transactions in blockchain are managed by a set of validators without a centralized server. Therefore, several projects were launched to offer a self-sovereign identity (SSI) that enables individuals and organizations to assert their own identity using blockchain. We introduce the following four projects for SSI using blockchain.

**Sovrin** [6] is the first public-permissioned blockchain to support SSI using verifiable credential (VC) [13]. VC is a technical term to represent a digitally signed credential containing a set of one or more verifiable claims made by the same entity. Figure 2 shows an example of VC, indicating that Sam Smith is the legitimate car owner with a cryptographic proof. Sovrin offers the tools and libraries as open source to create private and secure data management solutions that run on a blockchain to share digital identities. The goal of Sovrin is for users to fully manage their digital identities online. Sovrin uses standard decentralized identifiers (DIDs) [14] for identity holders to store public keys and multiple metadata.

**uPort** [7] is another decentralized identity platform that focuses on SSI which enables users to manage their identity using the uPort application. It is developed using the Ethereum-based decentralized public key infrastructure (DPKI) and the off-chain Inter-Planetary File System (IPFS), which is a decentralized database built on top of MongoDB to avoid a single point of failure.

**Civic** [8] is a blockchain platform that offers an ecosystem to provide a secure and efficient identity verification service. The goal of Civic is for users to fully manage their identities and minimize the possibility of information leakage. Users store their identification data to the Civic blockchain in an encrypted form, and the encryption key is securely protected on the user’s device with his/her biometric authentication.

Despite the benefits of self-sovereign identity for both individuals and enterprises, there are still some concerns for personal data stored on blockchain. Most existing DID platforms are mainly designed to store user-related information to some extent, even though they are also trying to protect privacy. For example, in Sovrin [6], individuals’ public keys should be stored in the blockchain. Similarly, in uPort [7], hash of individuals’ public keys should be stored in the blockchain. Such pseudonymization techniques would be helpful to individuals’ privacy, but they have potential privacy risks by linking pseudo identifiers’ (e.g., public key or hash) transactions. Biryukov et al. [15] demonstrate that transactions in Bitcoin and Zcash can be deanonymized with high accuracy. Therefore, it is still controversial whether we can store individuals’ public key or hash identifiers, although their personal information is not directly associated [16]. To address this issue, our system is designed to avoid storing any personally identifiable information on the blockchain, including their public keys and VCs.

Furthermore, uPort and Sovrin do not provide the detailed procedure of checking the authenticity of individuals’ SSI and VC upon registering them on the blockchain. In the real world, however, we cannot employ a decentralized blockchain-based ID management mechanism without considering this issue. Therefore, we alternatively focused on issuers who are responsible for issuing individuals’ VC to fully design the working platform. Lastly, although many projects [6–8] have been introduced and launched for DID management, those projects are not optimized for IIoT applications and currently lack design details to develop practical systems. Unlike existing projects, we specifically focus on designing a DID management system using blockchain for IIoT applications.

**PROPOSED ID MANAGEMENT ARCHITECTURE**

In this section, we present our DID management architecture using blockchain for IIoT applications. We aim to design a DID management architecture satisfying the four requirements we previously mentioned.

Here, we assume that a blockchain system is publicly accessible, immutable, and verifiable. Hence, anyone can access and use the issuers’ certificates in the blockchain to verify the validity of individuals’ VCs. In order to further minimize the burden of users (e.g., IoT devices) and system overheads in IIoT applications for interacting with a blockchain network and managing digital certificates across different domains, we only store issuers’ digital certificates rather than all users’ certificates and/or VCs in a blockchain. The idea of using blockchain as a certificate directory was presented in Laska et al.’s work [17]. We extend their work to a more general ID management architecture by incorporating VC management schemes. Unlike their idea of using blockchain where all users’ certificates are stored, we store issuers’ certificates only to protect user privacy and allow a massive number of users to use the authentication service concurrently.

**ENTITIES**

We first define the main entities of the proposed system, as shown in Table 1.

First, a user is a holder of a VC representing his/her/its capability and status (e.g., authorized drone). Users’ VCs are digitally signed by an issuer after checking the validity of those VCs with the users’ actual identity information and the issuers’ databases. We use a blockchain system to securely store issuers’ digital certificates (and revoked certificates). When a verifier wants to check whether a user holds a claim (e.g., user holds a certificate with ‘authorized drone’), the user delivers a VC containing the claim to the verifier who then checks the validity of the VC by verifying its digital signature with the issuer’s public key retrieved from the blockchain system. Figure 3 shows how these entities
communicate with each other. In this figure, we also clarify which communication protocols are on-chain (solid lines) or off-chain (dashed lines), in which on-chain transactions are the transactions available on the blockchain and visible to all the nodes on the blockchain network, while off-chain transactions refer to the transactions outside of the blockchain.

**Protocols**

In the proposed architecture, we have the following three procedures:

1. **Issuer’s certificate registration/revocation**
2. **VC creation**
3. **VC verification**

**Issuer’s certificate registration:** As shown in Fig. 4, an issuer first needs to store its own certificate in the blockchain. To achieve this, the issuer broadcasts the certificate throughout the blockchain network, in which each block validator (or miner) has to pay some security deposit to obtain the right to create new blocks (step 1, Fig. 4). A block producer is selected among all block validators to generate a block containing transactions (i.e., registration of new digital certificates and revocation of previous digital certificates on the blockchain) that have not yet been processed from issuers. The block producer collects those transactions transmitted by issuers, and creates a new block to store them.

   Next, the block is accepted as a valid block, only after verifying that the digital certificates in the block are correctly formatted and configured, and the public key in each certificate belongs to the legitimate issuer identified in the certificate. However, it is very challenging to verify the latter condition, “certificate validation process,” without managing the authenticity of issuers. We discuss this issue in the next section. During the process of creating a new block, each block validator can try to check the validity of the distributed block. If the block producer creates an invalid block, the block producer loses its own deposit. Therefore, the block producer would carefully check the validity of transactions before putting them into a new block. After successfully completing the certificate registration procedure, the blockchain network sends the transaction completion message containing the block number of where the issuer’s digital certificate is stored to the issuer (step 2, Fig. 4).

**Issuer’s certificate revocation:** On the other hand, issuers sometimes need to revoke their issued digital certificates due to compromise of the corresponding private key, change of user information, or the failure of device. Therefore, we also need to perform a certificate revocation procedure when a certificate is revoked, the revoked certificate cannot be used anymore afterward, and a new certificate is added to the blockchain. In the proposed architecture, this procedure is almost the same as the certificate registration procedure shown in Fig. 4, except that the block number of the block containing the previous digital certificate is additionally delivered in step 1, Fig. 4 to revoke the previous certificate in that block. As a result of this procedure, the previous digital certificate is revoked, and a new digital certificate is added to the blockchain.

![Diagram](image-url)
VC creation: The procedure of VC creation is depicted in Fig. 4. A user $U$ (e.g., an electric car in our scenario) creates $VC_U$, containing the user’s desirable claims (e.g., “XX amount of electricity was charged at an electricity charger which is a member of Alliance A”) that can be verified later according to user $U$’s request. When $VC_U$ is created, user $U$’s sensitive information (e.g., credit card number, device’s serial number, location) can be intentionally redacted in $VC_U$ to improve user privacy. Next, user $U$ sends $VC_U$ and his/her actual information $Inf_U$ (e.g., the receipt for charging) that can be used as a proof for that claim (step 3, Fig. 4). After receiving $VC_U$ and $Inf_U$ from user $U$, issuer $I$ checks the validity of the claims in $VC_U$ with $Inf_U$ (step 4, Fig. 4). If issuer $I$ believes that the claims in $VC_U$ are valid, issuer $I$ cryptographically signs $VC_U$ and Block$_r$ together with issuer $I$’s private key, and sends it back to user $U$ where Block$_r$ indicates the block storing issuer $I$’s certificate (step 5, Fig. 4). Finally, user $U$ stores $Sign_I(VC_U, Block_r)$ in his/her local storage to present it later for verification of using a service (step 6, Fig. 4).

VC verification: Suppose a certain amount of electricity that was charged at a member of Alliance A can be converted into mileage points for a free parking service provided by another member of Alliance A. To perform this point transfer task (Fig. 4), user $U$ makes a request using $VC_U$ and sends it to the verifier (e.g., a parking service company in Alliance A) (step 7, Fig. 4). After receiving the request message, the verifier asks user $U$ to prove that $U$ is a legitimate holder of $VC_U$. To achieve this objective, the verifier sends a random challenge $r$ to user $U$ to prevent replay attacks (step 8, Fig. 4). Upon receiving the request for a proof with $r$, user $U$ computes the signature of $Sign_I(VC_U, Block_r)$ with $r$ together with user $U$’s private key corresponding to the public key in $VC_U$ (i.e., $Sign_I(VC_U, Block_r)$, $r$), and sends it back to the verifier (step 9, Fig. 4). Upon receiving the signature, the verifier retrieves issuer $I$’s digital certificate (Cert$_I$) with Block$_r$ from the blockchain database (steps 10 and 11, Fig. 4) and then verifies $Sign_I(VC_U, Block_r)$, $r$ with user $U$’s public key in $VC_U$ and issuer $I$’s public key in Cert$_I$ (step 12, Fig. 4). Before using Cert$_I$, the verifier also needs to check whether Cert$_I$ is revoked or not. After successfully verifying $Sign_I(VC_U, Block_r)$, $r$ in step 12 (Fig. 4), the verifier finally sends the “OK” message to inform the user $U$ that the user’s request is accepted (see step 13 (Fig. 4).

HOW TO MEET THE KEY REQUIREMENTS

As mentioned earlier, the proposed architecture was designed to satisfy the four key design requirements.

To satisfy both neutrality and single point of failure requirements, we adopt a blockchain system as a certificate directory, where all issuers’ certificates are stored. Any entity can register and revoke its certificate in a fair and secure manner according to the proposed protocols without relying on a trusted third party. The certificate directory promises to establish seamless links between IoT users because multiple trust models for different domains can coexist on the proposed blockchain platform. The distributed nature of blockchain can render the proposed architecture more robust to the single points of failure in the conventional FIH [18].

To satisfy the privacy requirement, we store only issuers’ certificates on the blockchain system rather than users’ credentials, VCs, and other personal information. The proposed architecture was designed to reveal the minimum information about users’ credential data and login transactions to protect user privacy. As shown in Fig. 3, the issuers’ certificates are only exposed to the public through the blockchain network, while all users’ login and service request transactions are privately performed off-chain, and VCs are stored in users’ local storage. Thus, the system’s design is highly scalable in that a massive number of IoT users can concurrently use the FIH service. In a typical blockchain system, write operations are slow and expensive, while read operations can be executed concurrently with a copy of blockchain ledger in each node’s local storage. In our design, write operations are only performed upon updating issuers’ certificates on the blockchain by issuers’ certificate registration and revocation protocols, whereas all other protocols such as VC creation and VC verification can be processed without write operations. That is, the computational and communication costs of blockchain transactions would be proportional to the number of issuers instead of the number of users in IoI applications.

CONSIDERATIONS FOR DEPLOYMENT OF THE PROPOSED SYSTEM

To deploy the proposed system in the real world, we need to integrate the four entities (verifier, user, issuer, and blockchain) supporting the proposed system’s protocols. VC creation and verification services can be implemented by updating conventional servers’ (i.e., issuers’ and verifiers’) and clients’ (i.e., users’) programs. VCs should locally be stored at a user’s device with a small storage overhead because a VC is represented as a text-based data file, as shown in Fig. 2. Probably, the most expensive infrastructural cost is to integrate a blockchain network, which can store digital certificates securely and fairly. Therefore, the proposed system’s infrastructural cost can be considerably changed depending on how the base blockchain network is implemented. The simplest solution would be to use an existing blockchain system such as Ethereum and EOS, because the proposed architecture could be implemented as a decentralized application (DApp) built on smart contracts on such a blockchain system. In this case, however, we should pay to perform the operations in those smart contracts. Therefore, the DApp-based implementation results in a high cost at the issuer’s side. To reduce the issuer’s burden, we can alternatively develop our own proprietary blockchain platform. In this case, a consortium-based blockchain across multiple organizations would not be attractive for block producers. Instead, we believe a consortium-based blockchain platform appears to be more promising in real-world IoI applications.

Another challenging issue is to provide a method for checking whether a certificate on the blockchain is securely bound to a real-world issuer during the “issuer’s certificate registration” procedure. Without establishing a root of trust for issuers’ certificates on the blockchain system, we cannot trust any VCs signed by an issuer. To address this issue, a practical strategy we suggest is to allow verified issuers only to add their certificates to the blockchain. Our conversations with several service providers (who are interested in DID services) revealed a serious concern regarding the trust levels of issuers rather than the trustworthiness of the VCs because malicious attackers can trick victims into believing that attackers’ certificates have been created by a genuine issuer; moreover, a large number of (invalid) certificates can be created and then exchanged in order to exhaust the storage of block producers. To address this issue, again, the most promising method would be to use a consortium-based blockchain consisting of a set of trustworthy members (e.g., service providers themselves) only. As a consortium-based blockchain inherently provide a membership control mechanism for blockchain users, we can use this mechanism to check issuers’ authenticity and detect issuers who misbehave or do not comply with our system policies. For example, each issuer should
prove that she is a consortium member by providing her credential as a proof of membership upon registering her certificate on the blockchain. In this case, however, some advantages of the decentralized ID management scheme may be diminished because a credential management system for consortium members is needed. Another practical implementation technique is to add the URL of the issuer’s official website in the issuer’s certificate and publish the hash of the digital certificate via the URL. In this case, validators in the blockchain network can check whether a registered certificate belongs to the actual issuer presented in the certificate.

CONCLUSION

To overcome the limitations of conventional ID management systems across multiple domains, we propose a decentralized ID management system using blockchain to provide a cross-domain federated ID for IoT applications. The proposed system will engender greater trust between things at Internet scale even when they meet each other for the first time.

Now it’s time to answer our question: Can we create a cross-domain federated ID without a trustworthy party such as Google or Facebook? We might build it if we trust a blockchain network instead of a specially trusted third party. We believe decentralized FIM schemes using blockchain would be a promising alternative for the IoT world.
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F O O T N O T E S

1 We note that the metadata about issuer I can actually be included in VC_I, according to the DID standard [14]. However, in this article, we explicitly show blocks for clarification because we do not explain the detailed field information about VC_I.
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